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A NOTE ON PARALLEL-MACHINE SCHEDULING WITH CONTROLLABLE
PROCESSING TIMES AND JOB-DEPENDENT LEARNING EFFECTS

Shan-Shan Lin∗

Abstract. This note studies a unrelated parallel-machine scheduling problem with controllable pro-
cessing times and job-dependent learning effects, where the objective function is to minimize the
weighted sum of total completion time, total load, and total compression cost. We show that the
problem can be solved in O(nm+2) time, where m and n are the numbers of machines and jobs. We
also show how to apply the technique to several single-machine scheduling problems with total criteria.
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1. Introduction

Unlike classical scheduling, in scheduling problems with controllable processing times (resource allocation),
the processing time of a job may be controlled by allocating extra resources (e.g., fuel, gas, or catalyzers, see
[25,26,40]). Scheduling problems with controllable processing times have attracted many scheduling researchers
in recent years; see e.g., [13, 21,29,38].

On the other hand, the idea of scheduling with a learning effect, understood as dependency of a job processing
time on the job position number in schedule was introduced by Gawiejnowicz [6]. Examples of learning effects
often appear in logistics, manufacturing and services settings [22]. For more studies on scheduling with learning
effects, we refer the reader to Azzouz et al. [3] and Tai [31]. A more recent review of scheduling with learning
effect can be found in books by Agnetis et al. [2], Strusevich and Rustogi [30], and Gawiejnowicz [7].

Recently, there has been increasing attention to scheduling problems involving both controllable processing
times and learning effects (see [15, 19, 20, 34, 35]). Yin and Wang [39] considered single machine scheduling
problem with controllable processing times and learning effects, i.e., the actual processing time Pj of job Jj in
position r is Pj(xj , r) = (pj−xj)ra, where pj is normal processing time of Jj , xj is compression of the processing
time of job Jj , 0 ≤ xj ≤ mj , mj is maximum reduction in processing time of job Jj , and a ≤ 0 is a learning
effect. For a cost function containing total completion time (waiting), total absolute differences in completion
(waiting) times and total compression cost, they proved that the problem can be solved in polynomial time. Li
et al. [16] addressed single machine scheduling problems with controllable processing times and job-dependent
learning effects, i.e., the actual processing time of job Jj in position r is Pj(xj , r) = (pj−xj)raj , where aj ≤ 0 is
the job-dependent learning index of job Jj [24]. In this note, we consider a model of parallel-machine scheduling,
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the goal of which is to determine the optimal job compressions and a job sequence such that the weighted sum of
total completion time, total load, and total compression cost is minimized. Applying the technique of positional
weights we show that the problem remains polynomially solvable if the number of machines is fixed. We also
show how to apply the technique to several single-machine scheduling problems.

This note is organized as follows: Section 2 gives the problem formulation. In Sections 3–6, some preliminary
results, main result and other results are given, respectively. Finally, Section 7 gives the conclusions.

2. Problem formulation

The problem under investigation can be described as follows: There are n independent jobs represented as
{J1, J2, . . . , Jn}, which have to be processed on m unrelated parallel machines, denoted as {M1,M2, . . . ,Mm}.
All the jobs are available at time zero and preemptive steps are not allowed, as the machine cannot process two
or more jobs simultaneously. Let ni be the number of jobs assigned to machine Mi and

∑m
i=1 ni = n. Let pij ,

aij and bij be the normal processing time, job-dependent learning effect, and compression rate of job Jj if it is
scheduled on machine Mi, respectively. In this note, we consider a general model, i.e., if job Jj is scheduled in
the rth position on machine Mi, its actual processing time is defined by

Pij(xij , r) = (pij − bijxij)raij , (2.1)

where 0 ≤ xij ≤ mij ≤ pij

bij
, mij is the maximum reduction in processing time of job Jj on machine Mi.

Let Cij and vij be the completion time of job Jj on machine Mi and the unit cost to compress job
Jj on machine Mi, respectively. The objective is to determine the optimal job compressions and the opti-
mal job sequence to minimize the following total cost function: F = θ1

∑m
i=1

∑ni

j=1 Cij + θ2
∑m

i=1 C
i
max +

θ3
∑m

i=1

∑ni

j=1 vijxij , where θ1 ≥ 0, θ2 ≥ 0, θ3 ≥ 0 are given constants, Ci
max is the makespan of machine Mi,

and
∑m

i=1 C
i
max is the total load. As in Agnetis et al. [2], Gawiejnowicz [7], and Strusevich and Rustogi [30],

we denote our scheduling problem as Rm |Pij(xij , r) = (pij − bijxij)raij | θ1
∑m

i=1

∑ni

j=1 Cij + θ2
∑m

i=1 C
i
max +

θ3
∑m

i=1

∑ni

j=1 vijxij , where Rm indicates the unrelated parallel-machine setting. For the single-machine schedul-
ing (i.e.,m = 1), the subscript i can be removed, i.e., the actual processing time of Jj is Pj(xj , r) = (pj−bjxj)raj ,
and other symbols can be defined similarly.

In Table 1, we classify in the tabular form the single-machine and parallel-machine scheduling problems with
controllable processing times and/or learning effects.

3. Preliminary results

For a given vector (n1, n2, . . . , nm) and a sequence of jobs on each machine, substituting Ci[j] =
∑j

l=1(pi[l] −
bi[l]xi[l])lai[l] , Ci

max =
∑ni

j=1 pi[j] and xi[j] = 1
bi[j]

(
pi[j] − PA

i[j]j
−ai[j]

)
into θ1

∑m
i=1

∑ni

j=1 Cij + θ2
∑m

i=1 C
i
max +

θ3
∑m

i=1

∑ni

j=1 vijxij , we have

θ1

m∑
i=1

ni∑
j=1

Cij + θ2

m∑
i=1

Ci
max + θ3

m∑
i=1

ni∑
j=1

vijxij

= θ1

m∑
i=1

ni∑
j=1

Ci[j] + θ2

m∑
i=1

Ci
max + θ3

m∑
i=1

ni∑
j=1

vi[j]xi[j]

= θ1

m∑
i=1

ni∑
j=1

(ni − j + 1)PA
i[j] + θ2

m∑
i=1

ni∑
j=1

PA
i[j] + θ3

m∑
i=1

ni∑
j=1

vi[j]

(
1
bi[j]

(
pi[j] − PA

i[j]j
−ai[j]

))

=
m∑

i=1

ni∑
j=1

λijP
A
i[j] + θ3

m∑
i=1

ni∑
j=1

vi[j]

(
1
bi[j]

(
pi[j] − PA

i[j]j
−ai[j]

))
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=
m∑

i=1

ni∑
j=1

(
λij −

θ3vi[j]j
−ai[j]

bi[j]

)
PA

i[j] + θ3

m∑
i=1

ni∑
j=1

vi[j]pi[j]

bi[j]
, (3.1)

where λij = θ1(ni − j + 1) + θ2.
Let

Ωij = λij −
θ3vi[j]j

−ai[j]

bi[j]
, 1 ≤ i ≤ m; 1 ≤ j ≤ ni, (3.2)

where Ωij(1 ≤ i ≤ m; 1 ≤ j ≤ ni) represents the position weight of position j in the sequence π on machine Mi.
Since θ3

∑ni

j=1

∑n
j=1

vi[j]pi[j]

bi[j]
is a constant, obviously, for any given sequence, the optimal processing times can

be written as follows:

PA∗

i[j] =

pi[j]j
ai[j] , if Ωij < 0,

(pi[j] − bi[j]ti[j])jai[j] , if Ωij = 0,
(pi[j] − bi[j]mi[j])jai[j] , if Ωij > 0,

(3.3)

where 0 ≤ ti[j] ≤ mi[j] and PA∗

i[j](1 ≤ i ≤ m; 1 ≤ j ≤ ni) represent the optimal processing time of the job in
position j on machine Mi. Therefore, the optimal compressions can be obtained by

x∗i[j] =
1
bi[j]

(
pi[j] − PA∗

i[j]j
−ai[j]

)
, 1 ≤ i ≤ m; 1 ≤ j ≤ ni. (3.4)

In order to obtain the optimal sequence of the problemRm |Pij(xij , r) = (pij − bijxij)raij | θ1
∑m

i=1

∑ni

j=1 Cij+
θ2
∑m

i=1 C
i
max + θ3

∑m
i=1

∑ni

j=1 vijxij , for a given (n1, n2, . . . , nm) vector, we formulate it as an assignment
problem.

From (3.2) and (3.3), let

Ωijr = λir −
θ3vijr

−aij

bij
, i = 1, 2, . . . ,m; r, j = 1, 2, . . . , ni, (3.5)

and

Pijr =

pijr
aij , if Ωijr < 0,

(pij − bijtij)raij , if Ωijr = 0,
(pij − bijmij)raij , if Ωijr > 0,

(3.6)

where 0 ≤ tij ≤ mij . Furthermore, let Xijr be a 0/1 variable such that Xijr = 1 if job Jj is scheduled in
position r on machine Mi, and Xjr = 0, otherwise. As in Lin [19], the optimal matching of jobs to positions
can be obtained by the following assignment problem:

min
m∑

i=1

n∑
j=1

ni∑
r=1

ΩijrPijrXijr (3.7)

subject to
n∑

j=1

Xijr = 1, i = 1, 2, . . . ,m; r = 1, 2, . . . , ni, (3.8)

m∑
i=1

ni∑
r=1

Xijr = 1, j = 1, 2, . . . , n, (3.9)

Xijr = 0 or 1, i = 1, 2, . . . ,m; r = 1, 2, . . . , ni, j = 1, 2, . . . , n. (3.10)
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4. Main results

The optimal solution algorithm for the problem Rm |Pij(xij , r) = (pij − bijxij)raij | θ1
∑m

i=1

∑ni

j=1 Cij +
θ2
∑m

i=1 C
i
max + θ3

∑m
i=1

∑ni

j=1 vijxij can be found by the following algorithm:

Algorithm 4.1.

Input: sequence (pij , aij , bij , vij ,mij) for 1 ≤ i ≤ m, 1 ≤ j ≤ n, numbers θ1, θ2, θ3.
Output: an optimal sequence π.

Step 1: Construct set T := {(n1, n2, . . . , nm) ∈ Z : 0 ≤ ni ≤ n :
∑m

i=1 ni = n};
Step 2: For all (n1, n2, . . . , nm) ∈ T do solve the assignment problem (3.7)–(3.10);
Step 3: Calculate min{F (n1, n2, . . . , nm) : (n1, n2, . . . , nm) ∈ T};
Step 4: π∗ ← the sequence corresponding to the minimum total cost computed in Step 3;

return π∗.

The remaining question is how many (n1, n2, . . . , nm) vectors exist? Note that ni may be 0, 1, 2, . . . , n (i =
1, 2, . . . ,m). Therefore, if we know that ni (i = 1, 2, . . . ,m−1), then nm can be determined (since

∑m
i=1 ni = n),

an upper bound on the number of vectors (n1, n2, . . . , nm) is (n+ 1)m−1. If (n1, n2, . . . , nm) is given, then the
optimal job sequence can be obtained by assignment problem (3.7)–(3.10) in O(n3) time by using the Hungarian
method [14]. Consequently, we have the following result:

Theorem 4.2. The problem Rm |Pij(xij , r) = (pij − bijxij)raij | θ1
∑m

i=1

∑ni

j=1 Cij + θ2
∑m

i=1 C
i
max +

θ3
∑m

i=1

∑ni

j=1 vijxij can be solved in O(nm+2) time.

Remark: For the assignment problem, finding the optimal assignment is equivalent to finding a perfect matching
of maximum weight in a bipartite graph G = (V,E) with weights, where V is the set of vertices and E is the
set of edges. To solve it, we can apply Kuhn’s sequential algorithm [14] or the parallel algorithms by Goldberg
and Tarjan [8], Goldberg et al. [9], and Goldberg et al. [10] for bipartite graphs with weights, whose complexity
is less.

5. Other results

In this section, some common optimality criteria can be expressed as a weighted sum, where positional
weights appear. That is, for some single machine scheduling problems their optimality criteria are in the form
of
∑n

j=1 λjP[j].
Makespan Cmax =

∑n
j=1 λjP[j], where λj = 1;

Total completion time TC =
∑n

j=1 Cj =
∑n

j=1 λjP[j], where λj = n− j + 1;
Total waiting time TW =

∑n
j=1Wj =

∑n
j=1 λjP[j], where λj = n− j and Wj is the waiting time of job Jj ;

Total absolute differences in completion times [12] TADC =
∑n

j=1

∑n
i=1 |Cj − Ci| =

∑n
j=1 λjP[j], where

λj = (j − 1)(n− j + 1);
Total absolute differences in waiting times [4] TADW =

∑n
j=1

∑n
i=1 |Wj −Wi| =

∑n
j=1 λjP[j], where λj =

(j − 1)(n− j + 1);
Common due date (CON) assignment problem [27]:

∑n
j=1(αEj + βTj + δd) =

∑n
j=1 λjP[j], where

λj =
{
nδ + (j − 1)α, for j = 1, 2, . . . , h;
β(n− j + 1), for j = h, h+ 1 . . . , n, (5.1)

Ej (Tj) is the earliness (tardiness) of job Jj , and d is the common due date of all jobs (d = C[h]).
Slack due date (SLK) assignment problem [1]:

∑n
j=1(αEj + βTj + δq) =

∑n
j=1 λjP[j], where

λj =
{
nδ + jα, for j = 1, 2, . . . , h− 1;
β(n− j), for j = h, h+ 1 . . . , n, (5.2)
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dj is the due date of job Jj and dj = PA
j + q (q = C[h−1]).

Unrestricted due date (DIF) assignment problem [28]:
∑n

j=1(αEj + βTj + δdj) =
∑n

j=1 λjP[j], where

λj = min{β, δ}(n− j + 1), j = 1, 2, . . . , n. (5.3)

Common due window (CONW) assignment problem [17, 18]:
∑n

j=1(αEj + βTj + δd′ + γD′) =
∑n

j=1 λjP[j],
where

λj =

 θ1[nδ + (j − 1)α] + θ2, for j = 1, 2, . . . , h;
θ1nγ + θ2, for j = h+ 1, h+ 2, . . . , l;
θ1β(n− j + 1) + θ2, for j = l + 1, l + 2 . . . , n,

(5.4)

the common due window of job Jj is [d′, d′′], D′ = d′′ − d′ is common due window size for all jobs, d′ = C[h]

and d′′ = C[l].
Slack due window (SLKW) assignment problem [23, 33, 37]:

∑n
j=1(αEj + βTj + δq′ + γD′) =

∑n
j=1 λjP[j],

where

λj =

nδ + jα, for j = 1, 2, . . . , h− 1;
nγ, for j = h, h+ 1, . . . , l − 1;
β(n− j), for j = l, l + 1 . . . , n,

(5.5)

the due window of job Jj is [d′j , d
′′
j ], d′j = PA

j + q′, d′′j = PA
j + q′′, D′ = d′′j − d′j = q′′ − q′, q′ = C[h−1] and

q′′ = C[l−1].
Unrestricted due window (DIFW) assignment problem [33]:

∑n
j=1(αEj + βTj + δd′j + γD′j) =

∑n
j=1 λjP[j],

where

λj = min{β, δ}(n− j + 1), j = 1, 2, . . . , n (5.6)

the due window of job Jj is [d′j , d
′′
j ], and D′j = d′′j − d′j is due window size of job Jj .

Corollary 5.1. If m = 1, then problem 1 |Pj(xj , r) = (pj − bjxj)raj | θ1X+θ2
∑n

j=1 vjxj can be solved in O(n3)
time, where X ∈ {Cmax,TC,TW,TADC,TADW,

∑n
j=1(αEj + βTj + δd),

∑n
j=1(αEj + βTj + δq),

∑n
j=1(αEj +

βTj + δdj),
∑n

j=1(αEj + βTj + δd′ + γD),
∑n

j=1(αEj + βTj + δq′ + γD′),
∑n

j=1(αEj + βTj + δd′j + γD′j)}.

6. Computational experiments

In order to verify the effectiveness of Algorithm 4.1 for the problem
Rm |Pij(xij , r) = (pij − bijxij)raij | θ1

∑m
i=1

∑ni

j=1 Cij + θ2
∑m

i=1 C
i
max + θ3

∑m
i=1

∑ni

j=1 vijxij , using Microsoft
Visual C++ 2008, we implemented Algorithm 4.1. For each problem size, 20 instances were generated randomly
and solved on a PC with a 3.10 GHz CPU, Intel Core i5-10500, and 8.00 GB RAM. The characteristics of the
instances are given as follows:

(1) n = 50, 100, 150, 200, 300, 400, m = 1, 3, 5, 7, 9, and θ1 = θ2 = θ3 = 1;
(2) pij (j = 1, 2, . . . , n; i = 1, 2, . . . ,m) is uniformly distributed over [1, 100];
(3) aij (j = 1, 2, . . . , n; i = 1, 2) is uniformly distributed over [−0.50, 0];
(4) bij (j = 1, 2, . . . , n; i = 1, 2) is uniformly distributed over [1, 10] and bij ≤ pij ;
(5) vij (j = 1, 2, . . . , n; i = 1, 2) is uniformly distributed over [1, 10];
(6) mij (j = 1, 2, . . . , n; i = 1, 2) is uniformly distributed over [1, 10] and mij ≤ pij

bij
.

The computational experiments of Algorithm 4.1 are summarized as follows. The average and max CPU time
(second (s)) required to find the optimal solutions is shown in Table 2. From Table 2, we can observe that the
computation time of Algorithm 4.1 increases moderately as n increases from 200 to 400. Table 2 also shows that
the running time grows exponentially with the number of machines (i.e., m).
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Table 2. Computation time of Algorithm 4.1 in s.

Jobs (n) Machines (m) Mean Max

1 0.266 0.277
3 0.734 0.866

50 5 2.081 2.132
7 2.928 3.019
9 3.797 3.817
1 2.111 2.239
3 8.761 9.013

100 5 11.703 13.857
7 16.247 18.315
9 21.897 25.112
1 2.177 2.322
3 6.254 7.105

150 5 17.385 30.229
7 35.648 40.138
9 73.748 80.256
1 3.766 3.991
3 11.029 12.109

200 5 68.321 75.236
7 110.833 121.701
9 255.927 263.529
1 8.252 8.934
3 21.589 23.731

300 5 198.364 209.335
7 400.523 413.965
9 974.135 989.231
1 13.953 14.652
3 36.506 38.125

400 5 195.603 653.401
7 636.357 2010.352
9 3379.671 3435.047

7. Conclusions

In this note, the unrelated parallel-machine scheduling problem with controllable processing times and job-
dependent learning effects has been considered. If the number of machines is fixed, we proved that this problem
is polynomially solvable. For single-machine scheduling problems, we demonstrated that many problems can
be solved in polynomial time. Further research might involve considering scheduling with other models of con-
trollable processing times and learning effects, or considering flow shop scheduling with controllable processing
times and job-dependent learning effects.

Acknowledgements. We are grateful to two anonymous referees for their helpful comments on earlier versions of this
note.
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